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**Темы для изучения в течение семестра:**

1. Blender. Написание скриптов в Blender. Основы языка Python.

2. Работа с OpenGL внутри системы Blender. Модуль Draw. Ввод данных. Рисование геометрических примитивов.

3. Модуль Blender.Mathutils. Создание анимации.

4. Аффинные преобразования. Проективные координаты.

5. Сплайны. Интерполяционные многочлены. Кубические сплайны. Кривые Безье 1-го, 2-го, 3-го порядка. Свойства кривых Безье.

6. Система координат в трехмерной графике. Формулы рендеринга и пирамида отсечения. Аффинные преобразования сцены.

7. Установка камеры в желаемую позицию. Анимация камеры. Кватернионы.

8. Полиэдры. Аппроксимация  сферы. Поверхности Безье. Использование функции glMap2f.

9. Освещение. Создание тени.

10. Эффект прозрачности. Работа с материалом.

**2. 1) Работа с OpenGL внутри системы Blender**

**Система Blender** — это  свободный, профессиональный пакет для создания трёхмерной компьютерной графики, включающий в себя средства моделирования, анимации, постобработки и монтажа видео со звуком, компоновки с помощью "узлов", а также для создания интерактивных игр.

Система Blender позволяет вызывать функции из OpenGL и просматривать результат работы на экране. Возможности Blender перекрывают основные функции стандартной системы glut: обработку прерываний от мыши и клавиатуры и перехватывать нажатия рисованных кнопок. Основная программа пишется на языке Python с использованием модулей BGL и Draw. Первый из них содержит функции из OpenGL, а второй позволяет рисовать кнопки и выводить текст на экран и организует основной цикл для работы в интерактивном режиме.

**2. 2) Модуль Draw.**

Модуль позволяет создавать объекты в интерактивном режиме. Он предназначен для создания окон, с помощью которых осуществляется ввод параметров, кнопок, управляющих вызовом функций, выводить текст в основное окно. . Модуль содержит константы, соответствующие нажатию на клавишу. Все они имеют вид: AKEY, BKEY,…, нажатие на специальные клавиши ESCKEY, -нажатие на цифровую клавишу ONEKEY,…. Клавиши мыши: LEFTMOUSE.RIGHTMOUSE, MIDDLEMOUSE, функциональные клавиши и другие. Функции, перехватывающие прерывания от клавиатуры, мыши, и функции, рисующие на экране, должны быть зарегистрированы. Это делается с помощью функции Draw.Register(a,b,c). Вызов этой функции стартует основной цикл обработки. Здесь «а» - имя функции рисования, «в» - имя функции для обработки прерываний от клавиатуры или мыши, «с» - имя функции для обработки нажатия на нарисованную кнопку.

Draw.Register(None, event,None).

Второй параметр функции event определяет, произошло нажатие на клавишу или клавиша отпущена.

Рисование кнопок

Для управления программой можно использовать рисованные кнопки. Нажатие на кнопку обрабатывается специальной программой. В простейшем случае создание кнопки осуществляется командой Draw.PushButton("Здесь находится имя кнопки", 2- идентификатор кнопки, здесь числа 50,10,55,20 означают (50,10 ) координаты вершины кнопки, (55,20) – размеры кнопки,"Здесь то, что мы видим, когда курсор установлен на кнопку")

Перерисовка окна осуществляется функцией gui(), однако прямой вызов функции невозможен. Вместо этого вызывается функция Draw.Redraw(1)

**2. 3) Ввод данных.**

Интерактивный ввод данных

В простейшем случае ввод данных осуществляется функцией retVal=Draw.PupBlock("Надпись на таблице ",block). Хотя значение retVal, как правило, не анализируется, рекомендуется его использовать при создании таблицы ввода. Здесь block список, формирующий данные.

**2. 4) Рисование геометрических примитивов.**

Все геометрические примитивы описываются в терминах своих *вершин* – координат, которые определяют сами точки примитива, конечные точки линии или углы полигона.

**1. Точка**

Точка определяется набором чисел с плавающей точкой, называемым вершиной. Все внутренние вычисления производятся в предположении, что координаты заданы в трехмерном пространстве. Для вершин, которые пользователь определил как двумерные (то есть задал только x- и y-координаты), OpenGL устанавливает z-координату равной 0.

**2. Линии**

В OpenGL термин линия относится к сегменту прямой (отрезку), а не к математическому понятию прямой, которая предполагается бесконечной в обоих направлениях.

**3. Полигоны**

Полигон (или многоугольник) – это область, ограниченная одной замкнутой ломаной, при этом каждый отрезок ломаной описывается вершинами на его концах (вершинами полигона).

В общем случае полигоны могут быть достаточно сложны, поэтому OpenGL накладывает очень серьезные ограничения в отношении того, что считается полигональным примитивом. Во-первых, ребра полигонов в OpenGL не могут пересекаться (в математике полигон, удовлетворяющий этому условию, называется *простым*). Во-вторых, полигоны OpenGL должны быть выпуклыми. Полигон является выпуклым, если отрезок, соединяющий две точки полигона (точки могут быть и внутренними, и граничными) целиком лежит внутри полигона (то есть все его точки также принадлежат полигону).

При использовании OpenGL каждый геометрический объект однозначно описывается в виде упорядоченного набора вершин. Для указания вершины используется команда **glVertex\*()**.

|  |
| --- |
| void **glVertex**{**234**}{**sifd**}(TYPE *coords*); void **glVertex**{**234**}{**sifd**}**v**(const TYPE \**coords*); |

Указывает одну вершину для использования в описании геометрического объекта. Для каждой вершины вы можете указывать от 2 (x,y) до 4 координат (x,y,z,w), выбирая соответствующую версию команды. Если используется версия, где в явном виде не задаются z или w, то z принимается равным 0, а w – равным 1. Вызовы **glVertex\*()** имеют силу только между вызовами команд **glBegin()** и **glEnd()**.

Для того чтобы создать из вершин набор точек, линию или полигон, следует обрамить каждый набор вершин вызовами команд **glBegin()** и **glEnd()**. Аргумент, передаваемый **glBegin()**, определяет, какие графические примитивы создаются на основе вершин.

|  |  |
| --- | --- |
| GL\_POINTS | Рисует точку на месте каждой из *n* вершин |
| GL\_LINES | Рисует серию несоединенных между собой отрезков. Рисуются отрезки между V[0] и V[1] , между V[2] и V[3], и так далее. Если *n* нечетно, то последний отрезок рисуется между V[*n*-3] и V[*n*-2], а вершина *n*-1 игнорируется. |
| GL\_LINE\_STRIP | Рисует отрезок между V[0] и V[1], между V[1] и V[2], и так далее. Последний отрезок рисуется между V[*n*-2] и V[*n*-1]. Таким образом, создается ломаная из *n-1* отрезков. Если *n* < 2 не отображается ничего. Не существует ограничений на вершины, описывающие ломаную (или замкнутую ломаную). Отрезки могут любым образом пересекаться. |
| GL\_LINE\_LOOP | То же, что и GL\_LINE\_STRIP, но, кроме того, рисуется отрезок между V[*n*-1] и V[0], замыкающий ломаную. |
| GL\_TRIANGLES | Рисует серию треугольников (полигонов с тремя сторонами) используя вершины V[0], V[1] и V[2], затем V[3], V[4] и V[5], и так далее. Если *n* не кратно 3, последние 1 или 2 вершины игнорируются. |
| GL\_TRIANGLE\_STRIP | Рисует серию треугольников, используя вершины V[0], V[1] и V[2], затем V[2], V[1] и V[3] (обратите внимание на порядок), затем V[2], V[3], V[4], и так далее. Такой порядок гарантирует, что все треугольники будут иметь одинаковую ориентацию и, таким образом, соединенные треугольники могут сформировать часть поверхности. Сохранение ориентации очень важно для некоторых операций (например, для отсечения нелицевых граней). Для того, чтобы нарисовался хотя бы один треугольник *n* должно быть больше или равно 3. |
| GL\_TRIANGLE\_FAN | То же, что и GL\_TRIANGLE\_STRIP, но порядок вершин следующий: V[0], V[1], V[2], затем V[0], V[2], V[3], затем V[0], V[3], V[4], и так далее. |
| GL\_QUADS | Рисует серию четырехугольников (полигонов с четырьмя сторонами), используя вершины V[0], V[1], V[2], V[3], затем V[4], V[5], V[6], V[7], и так далее. Если *n* не кратно 4, последние 1, 2 или 3 вершины игнорируются. |
| GL\_QUAD\_STRIP | Рисует серию прямоугольников, используя следующий порядок вершин: V[0], V[1], V[3], V[2], затем V[2], V[3], V[5], V[4], затем V[4], V[5], V[7], V[6] и так далее. *n* должно быть не меньше 4, иначе ничего не будет нарисовано. Если *n* нечетно, последняя вершина игнорируется. |
| GL\_POLYGON | Рисует полигон, используя точки V[0], V[1], V[2], ..., V[*n*-1] в качестве вершин. *n* должно быть не меньше 3 или ничего нарисовано не будет. Кроме того, описываемый полигон не должен иметь самопересечений и должен быть выпуклым. Если вершины не удовлетворяют этим условиям, результат непредсказуем. |

**Выполненные семестровые работы:**

**№1.**

***15. Проведение окружности с центром на данной прямой через две данные точки. Одна точка движется***  
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import Blender

from Blender import Draw, BGL

from Blender.BGL import \*

import time

from Blender.Mathutils import \*

import math

from math import sin,cos,sqrt,fabs

xy0=Vector([0,0]) # two types of constructors

xy1=Vector([0,0]) #

point0=Vector([0,0])

point1=Vector([0,0])

shag=0

yes=0

a=0

b=0

def getCenter():

global a

global b

global mddl

global xy0

global xy1

Xcenter=0

Ycenter=0

radius=100

y=0

i = 0

while (i < 1000):

y=i\*a+b

i+=1

if (fabs(sqrt((i-xy0[0])\*\*2+(y-xy0[1])\*\*2)-sqrt((i-xy1[0])\*\*2+(y-xy1[1])\*\*2))<10):

radius=sqrt((i-xy0[0])\*\*2+(y-xy0[1])\*\*2)

Xcenter=i

Ycenter=y

break

makeCircle(360.0,radius,Xcenter,Ycenter)

def changeXY1():

global shag

global xy1

n=1000

shag+=1

newVect = (point1-point0)/100

xy1=xy1+newVect

time.sleep(0.1)

if shag > n : Draw.Exit()

Draw.Redraw(1)

def event(evt, val):

if evt == Draw.ESCKEY :

Draw.Exit()

return

def makeCircle(passedNumberOfPoints, passedRadius, XX,YY):

angleStep = 360.0/ passedNumberOfPoints

for ang in range(0, 359,angleStep):

x = passedRadius \* math.cos(math.radians(ang))+XX

y = passedRadius \* math.sin(math.radians(ang))+YY

glVertex2i(x,y)

def gui():

Draw.PushButton("ADD LINE?",1,50,40,200,20,"Add point for line")

global yes

if(yes==1):

glClearColor(0,0,0,1)

glClear(GL\_COLOR\_BUFFER\_BIT)

glLineWidth(2)

glColor3f(1.0,0,0)

glBegin(GL\_LINE\_LOOP)

glVertex2f(\*point0)

glVertex2f(\*point1)

glEnd()

glPointSize(10)

glColor3f(0,1.0,0)

glBegin(GL\_POINTS)

glVertex2f(\*xy0)

glVertex2f(\*xy1)

glEnd()

glColor3f(0,0,1.0)

glBegin(GL\_LINE\_LOOP)

changeXY1()

getCenter()

glEnd()

def button\_event(evt):

if evt == 1:

global yes

global xy0

global xy1

global point0

global point1

global mddl

global a

global b

X0=Draw.Create(0)

Y0=Draw.Create(0)

X1=Draw.Create(0)

Y1=Draw.Create(0)

A=Draw.Create(0)

B=Draw.Create(0)

block=[]

block.append(("X1= ",X0,0,1000))

block.append(("Y1= ",Y0,0,1000))

block.append(("X2= ",X1,0,1000))

block.append(("Y2= ",Y1,0,1000))

block.append(("A= ",A,-1000,1000))

block.append(("B= ",B,-1000,1000))

retVal=Draw.PupBlock("LINE'S POINTS",block)

xy0[0]=X0.val

xy0[1]=Y0.val

xy1[0]=X1.val

xy1[1]=Y1.val

a=A.val

b=B.val

#LINE

point0[0]=1

point0[1]=a\*point0[0]+b

point1[1]=1000

point1[0]=(point1[1]-b)/a

yes=1

return

Draw.Register(gui, event, button\_event)

**№2.**

***3. Пятиугольная призма движется навстречу шару. Останавливается после протыкания шара насквозь. Тень на плоскость х=0![](data:image/png;base64,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)***

import Blender as B

import random

import time

import Blender

from Blender import Mathutils

from Blender.Mathutils import \*

from Blender import Draw

from Blender.BGL import \*

from math import sqrt,tan,radians

buffP=Buffer(GL\_FLOAT,4,[0.,0.,20,1]) #initial position of LIGHT0 (proj coords)

ob=Blender.Object.Get('Sphere')

msh=ob.getData(False,True)

fs=msh.faces #grani

a=1

b=0.

l=0.1

vect=Vector(5,5,10)

def key(evt,val):

if evt==Draw.ESCKEY: Draw.Exit()

RADIUS=sqrt(fs[0].verts[0].co.x\*\*2+fs[0].verts[0].co.y\*\*2+fs[0].verts[0].co.z\*\*2)

def changeA():

global a

a +=1

global b

b+=0.01

global buffP

#buffP[1] +=0.2

#buffP[2] +=0.3

time.sleep(0.00001)

Draw.Redraw(1)

def createF(F,shadow):

glFrontFace(GL\_CCW)

glColor3f(0,0,0)

if(shadow):

glTranslatef(2,2,2)

for ff in F:

if len(ff.verts)==4:

if(shadow!=1):

glColor3f(random.randint(0,1),random.randint(0,1),random.randint(0,1))

glBegin(GL\_QUADS)

for pt in ff.verts:

glVertex3f(pt.co.x,pt.co.y,pt.co.z)

#glVertex3f(1,0,1)

glEnd()

if len(ff.verts)==3:

if(shadow!=1):

glColor3f(random.randint(0,1),random.randint(0,1),random.randint(0,1))

glBegin(GL\_TRIANGLES)

for pt in ff.verts:

#glVertex3f(1,0,1)

glVertex3f(pt.co.x,pt.co.y,pt.co.z)

glEnd()

if len(ff.verts)==2:

if(shadow!=1):

glColor3f(random.randint(0,1),random.randint(0,1),random.randint(0,1))

glLineWidth(1)

glBegin(GL\_LINES)

for pt in ff.verts:

#glVertex3f(1,0,1)

glVertex3f(pt.co.x,pt.co.y,pt.co.z)

glEnd()

def myFace(len):

glFrontFace(GL\_CCW)

global b

global RADIUS

global l

if( (4-b) > ( ((-1)\*RADIUS -l\*5) )):

glTranslatef(0,4-b,0)

else:

glTranslatef(0,-1-l\*5,0)

glBegin(GL\_QUADS)

glVertex3f(-1\*len,-5\*len,0)

glVertex3f(1\*len,-5\*len,0)

glVertex3f(1\*len,5\*len,0)

glVertex3f(-1\*len,5\*len,0)

glEnd()

def myCube(shadow):

glPushMatrix()

rad = radians(31);

m=4.5\*l\*0.5 \* tan(rad)

glTranslatef(0,0,-m)#sdvig na 10 edinic -> novaja sistema koordinat

if(shadow!=1):

glColor3f(0,0,1)

myFace(l)

glPopMatrix()#vozvrat

glPushMatrix()#zapomnili)

glRotatef(72\*1,0,1,0)#povorot - dlya sohranenija orientacii normali

glTranslatef(0,0,-m)#svig nazad na 10 otnositelno (0,0,0)

if(shadow!=1):

glColor3f(0,1,0)

myFace(l)

glPopMatrix()#vozvrat

glPushMatrix()#zapomnili)

glRotatef(72\*2,0,1,0)#povorot vokrug 'y'

glTranslatef(0,0,-m)

if(shadow!=1):

glColor3f(0,1,1)

myFace(l)

glPopMatrix()#vozvrat

glPushMatrix()#zapomnili)

glRotatef(72\*3,0,1,0)

glTranslatef(0,0,-m)

if(shadow!=1):

glColor3f(1,0,1)

myFace(l)

glPopMatrix()#vozvrat

glPushMatrix()#zapomnili

glRotatef(72\*4,0,1,0)#povorot vokrug 'y'

glTranslatef(0,0,-m)

if(shadow!=1):

glColor3f(1,1,0)

myFace(l)

glPopMatrix()#vozvrat

glPushMatrix()#zapomnili

glPopMatrix()

glRotatef(90,1,0,0)

glTranslatef(0,0,5\*l)

if(shadow!=1):

glColor3f(1,0,1)

#myZad(m)

def myZad(m):

glBegin(GL\_POLYGON)

glVertex3f(0.5\*m+m\*cos(30)+0.9, 0, 0)

glVertex3f(0.5\*m, m\*sin(30), 0)

glVertex3f((-1)\*0.5\*m, m\*sin(30), 0)

glVertex3f((-1)\*(0.5\*l+m\*cos(30))-1.2, 0, 0)

glVertex3f((-1)\*0.5\*m, (-1)\*m\*sin(30), 0)

glVertex3f(0.5\*m, (-1)\*m\*sin(30), 0)

glEnd()

def plane():

glBegin(GL\_QUADS)

glVertex3f(-20,-20,-50)

glVertex3f(20,-20,-50)

glVertex3f(20,20,-50)

glVertex3f(-20,20,-50) # plane where we see shadow

glEnd()

def key(evt,val):

if evt==Draw.ESCKEY: Draw.Exit()

def gui():

glClearColor(1,0,0.2,1)

glClear(GL\_COLOR\_BUFFER\_BIT|GL\_DEPTH\_BUFFER\_BIT)

glEnable(GL\_DEPTH\_TEST)

glEnable(GL\_LIGHTING)

glFrontFace(GL\_CW)

glCullFace(GL\_FRONT)

glEnable(GL\_COLOR\_MATERIAL);

glViewport(0,0,600,600)

glMatrixMode(GL\_PROJECTION)

glLoadIdentity()

glOrtho(-5,5,-5,5,-500,500)

glMatrixMode(GL\_MODELVIEW)

glLoadIdentity()

glRotatef(60,1,0,1)

createF(fs,0)

myCube(0)

glRotatef(180,0,0,1)

glTranslatef(0,0,-1)

createF(fs,1)

myCube(1)

changeA()

Draw.Register(gui,key,None)